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# **Цель работы.**

Изучение свойств и организация динамических массивов и двусвязных списков. Получение практических навыков в работе с динамическими массивами и двусвязными списками. Проведение сравнительной характеристики скорости вставки, получения и удаления элементов из них.

# **Основные теоретические положения.**

Создание динамических массивов позволяет создавать в динамической области памяти массивы объектов с таким количеством элементов, которое необходимо в данный момент работы программы [1]. Для их представления требуется всего одна переменная-указатель, а в самом массиве, на который ссылается этот указатель, может быть столько элементов, сколько потребуется в данный момент времени. На рисунке 1 представлена инициализация динамического массива с действительными числами.
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Рисунок 1 – Графическое представление инициализации массива

Одномерный двунаправленный список представляет собой совокупность отдельных элементов, каждый из которых содержит в себе две части – информационную и адресную. Информационная часть предназначена для хранения «полезных» данных и может иметь практически любой тип. Адресная часть каждого узла содержит адрес предыдущего и следующего узла списка. Указатель на предыдущий узел корня списка содержит нулевое значение. Указатель последнего узла также содержит нулевое значение. Схематическое изображение такого списка представлено на рисунке 2.
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Рисунок 2 – Схематическое представление двусвязного списка

Основные действия, производимые над узлами двусвязного списка:

* инициализация списка;
* добавление узла в список;
* удаление узла из списка;
* удаление корня списка;
* вывод элементов списка;
* вывод элементов списка в обратном порядке;
* взаимообмен двух узлов списка.

# **Постановка задачи.**

Необходимо реализовать программу, которая выполняет следующие действия:

1. Формирование целочисленного одномерного массива размерности *N*, заполнение которого можно реализовать автоматически (пользователь вводит количество элементов в массиве, который будет заполнятся автоматически случайными числами в диапазоне от 0 до 99), в «ручном» режиме (пользователь вводит в консоль элементы массива, *N* определяется автоматически по количеству введенных элементов) и с помощью текстового файла (массив считывается с файла, *N* определяется как количество элементов массива в текстовом файле).
2. Определение скорости создания динамического массива п.1.
3. Реализация вставки, удаления и получения элемента массива. Удаление и получение элемента необходимо реализовать по индексу и по значению.
4. Определение скорости вставки, удаления и получения элемента массива п.3.
5. Формирофание двусвязного списка размерности N*,* заполнение которого можно реализовать автоматически (пользователь вводит количество элементов в списке, который будет заполнятся автоматически случайными числами в диапазоне от 0 до 99), в «ручном» режиме (пользователь вводит в консоль элементы списка, *N* определяется автоматически по количеству введенных элементов) и с помощью текстового файла (список считывается с файла, *N* определяется как количество элементов списка в текстовом файле).
6. Определение скорости создания двусвязного списка п.5.
7. Реализация вставки, удаления и получения элемента двусвязного списка. Удаление и получение элемента необходимо реализовать по индексу и по значению.
8. Определение скорости вставки, удаления и получения элемента списка п.7.
9. Индивидуальное задание – увеличение каждого значения исходного двусвязного списка на случайное число в диапазоне от 0 до 5. Добавление в динамический массив всех положительных элементов динамического массива.

# **Выполнение работы.**

Листинг программы представлен в приложении А.

Доступ к функциям программы предоставляется с помощью меню, в котором необходимо выбрать один из пунктов. Меню реализовано в функции menu(). Выбор пунктов меню реализовано в функциях count\_val() и menu\_choice(). Дополнительные подменю также реализованы для двусвязного списка и динамического массива.

Заполнение элементов массива выполнено тремя способами:

1. автоматически – пользователю необходимо ввести размерность массива, а заполнение массива будет производится случайными значениями от 0 до 99. Способ реализован в функции fill\_array\_random().
2. «Ручным» способом – пользователь самостоятельно вводит элементы массива. Для того чтобы остановить ввод элементов, необходимо ввести любой нечисловой символ. Способ реализован в функции fill\_array\_self().
3. Заполнение с помощью текстового файла. Способ реализован в функции fill\_array\_from\_file().

Заполнение элементов двусвязного списка реализовано тремя способами:

1. автоматически – функция fill\_list\_random();
2. «ручным» способом – функция fill\_list\_self();
3. с помощью текстового файла – функция fill\_list\_from\_file().

Требования к текстовому файлу в двух случаях одинаковые: между числовыми значения ставится пробел, постронних знаков быть не должно.

Вставка элемента в массив реализована в функции insert\_array(). Удаление элемента массива реализовано в функции del\_array(). В зависимости от флага fl\_del\_array, будет производиться удаление по значению (флаг TRUE) или по индексу (флаг FALSE). В функции getNth\_array() реализован поиск элемента массива. В зависимости от флага fl\_array, будет производиться поиск по значению (флаг TRUE) или по индексу (флаг FALSE).

Вставка элемента в список реализована в функции insert\_list(). Удаление элемента списка реализовано в функции deleteNth\_list(). В зависимости от флага fl\_del\_list, будет производиться удаление по значению (флаг TRUE) или по индексу (флаг FALSE). В функции getNth\_list() реализован поиск элемента списка. В зависимости от флага fl\_list, будет производиться поиск по значению (флаг TRUE) или по индексу (флаг FALSE).

Индивидуальное задание реализовано в функции variant\_work(). Перед его выполнением необходимо создать массив и двусвязный список. В случае, если один из них (или оба) не будет создан, программа предложит его создать.

Вывод списка реализован в функции printDblLinkedList() и принимает на вход двусвязный список.

Вывод массива реализован в функции printArray() и принимает на вход динамический массив по указателю и размер данного массива.

Также в программе реализована проверка вводимых значений на их корректность в функции checkdigit(). На вход она ничего не принимает, а на выход она возвращает корректное целочисленное значение.

Также в программе реализована проверка ввода индекса на попадание в необходимый диапазон индексов в функции check\_index(). На вход она принимает индекс пользователя и размерность массива или списка. Возвращает фунция булевое значение 1, если индекс попадает в диапазон, или 0, если индекс не попадает в диапазон.

## Тестирование программы.

На рисунках 3 – 9 представлены скриншоты тестирования программы.
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Рисунок 3 – Скриншот меню программы
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Рисунок 4 – Скриншот подменю двусвязного списка
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Рисунок 5 – Скриншот выбора пункта «Получить элемент» без созданного списка
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Рисунок 6 – Скриншот подменю заполнения двусвязного списка

![](data:image/png;base64,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)

Рисунок 7 – Скриншот поиска элемента списка по индексу
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Рисунок 8 – Скриншот подменю динамического массива

![](data:image/png;base64,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)

Рисунок 9 – Скриншот выполнения индвидиуального задания

Также было проведено сравнение скорости двусвязного списка и динамического массива при одинаковой размерности. Заполнение значений выполнялось автоматически. Сравнение происходило в создании структуры данных, поиска, вставки и удаления элемента (см. табл. 1).

Таблица 1 – Сравнение скорости двусвязного списка и динамического массива

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Размерность | | 50 | 500 | 1 000 | 5 000 | 10 000 | 20 000 |
| Двусвязный список | Создание, сек | 4,00E-06 | 7,17E-05 | 9,25E-05 | 3,40E-04 | 7,40E-04 | 1,41E-03 |
| Поиск, сек | 1,50E-06 | 2,00E-07 | 1,80E-05 | 8,03E-05 | 1,30E-04 | 2,20E-04 |
| Вставка, сек | 1,80E-06 | 1,05E-05 | 1,19E-05 | 9,30E-06 | 2,20E-06 | 1,90E-06 |
| Удаление, сек | 8,00E-07 | 7,30E-06 | 1,93E-05 | 2,10E-04 | 2,00E-04 | 2,50E-04 |
| Динамический массив | Создание, сек | 1,55E-05 | 4,80E-04 | 1,78E-03 | 2,73E-02 | 0,08996 | 0,32672 |
| Поиск, сек | 1,00E-07 | 8,10E-06 | 2,00E-07 | 2,00E-07 | 3,00E-07 | 2,00E-07 |
| Вставка, сек | 3,10E-06 | 3,40E-06 | 2,80E-06 | 3,18E-05 | 4,59E-05 | 6,67E-05 |
| Удаление, сек | 3,10E-06 | 4,10E-06 | 4,00E-06 | 3,47E-05 | 3,63E-05 | 9,95E-05 |

Из представленных графиков (см. рис. 10 – 13) видно, что динамический массив, при размерности свыше 10000 элементов, уступает двусвязному списку по времени создания и вставки элемента. Можно предположить, что это связано с тем, что во время добавления элемента необходимо создавать полную копию массива, что затратно по времени, в то время как двусвязному списку необходимо лишь изменить адреса следующего и предыдущего узла. Однако, двусвязный список, при размерности свыше 10000 элементов, уступает массиву во время поиска элемента. Можно предположить, что в двусвязном списке это связано с последовательной проверкой условия на совпадение с искомым значением, что сильно сказывается на скорости поиска с большим количеством элементов.

Рисунок 10 – График зависимости скорости от времени создания объекта

Рисунок 11 – График зависимости скорости от времени поиска элемента

Рисунок 12 – График зависимости скорости от времени вставки элемента

Рисунок 13 – График зависимости скорости от времени удаления элемента

# **Выводы.**

Были освоены теоретические знания и закреплены практические навыки по работе со линейными структурами данных. Было проведено исследование по практическому применению линейных структур на примере создания массива и двусвязного списка с их дальнейшей обработкой. Приведённые графики показывают, что использование двусвязных списков могут позволить облегчить и ускорить работу с структурами данных.
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Приложение А

ЛИСТИНГ ПРОГРАММЫ

#include <iostream>

#include <conio.h>

#include <ctime>

#include <fstream>

#include <chrono>

#include <Windows.h>

#include <iomanip>

using namespace std;

int m\_count = 0; // счетчик главного меню

int subm\_l\_count = 0; // счетчик подменю списка

int subm\_a\_count = 0; // счетчик подменю массива

int subm\_l\_c\_count = 0; // счетчик подменю создания списка

int subm\_a\_c\_count = 0; // счетчик подменю создания массива

int subm\_l\_s\_count = 0; // счетчик подменю поиска элемента в списке

int subm\_a\_s\_count = 0; // счетчик подменю поиска элемента в массиве

int subm\_l\_d\_count = 0; // счетчик подменю удаления элемента в списке

int subm\_a\_d\_count = 0; // счетчик подменю удаления элемента в массиве

bool fl\_array\_create = FALSE; // флаг создания массива

bool fl\_list\_create = FALSE; // флаг создания списка

void SetColor(int text, int bg) //Функция смены цвета, взятая из Интернета

{

HANDLE hStdOut = GetStdHandle(STD\_OUTPUT\_HANDLE);

SetConsoleTextAttribute(hStdOut, (WORD)((bg << 4) | text));

}

typedef struct \_Node {

int value;

struct \_Node\* next;

struct \_Node\* prev;

} Node;

typedef struct \_DblLinkedList {

size\_t size;

Node\* head;

Node\* tail;

} DblLinkedList;

///////////////////////// PROTOTYPES //////////////////////////

void menu(DblLinkedList\* list, int\* arr, int& arr\_size); // меню

void submenu\_list(DblLinkedList\* list, int\* arr, int& arr\_size); // подменю списка

void submenu\_array(DblLinkedList\* list, int\* arr, int& arr\_size); // подменю массива

void submenu\_list\_create(DblLinkedList\* list, int\* arr, int& arr\_size); // подменю создания списка

void submenu\_array\_create(DblLinkedList\* list, int\* arr, int& arr\_size); // подменю создания массива

void submenu\_list\_search(DblLinkedList\* list, int\* arr, int& arr\_size); // подменю поиска элемента списка

void submenu\_array\_search(DblLinkedList\* list, int\* arr, int& arr\_size); // подменю поиска элемента массива

void submenu\_list\_delete(DblLinkedList\* list, int\* arr, int& arr\_size); // подменю удаления элемента списка

void submenu\_array\_delete(DblLinkedList\* list, int\* arr, int& arr\_size); // подменю удаления элемента массива

void menu\_choice(DblLinkedList\* list, int\* arr, int& arr\_size); // управление меню

void submenu\_list\_choice(DblLinkedList\* list, int\* arr, int& arr\_size); // управление подменю списка

void submenu\_array\_choice(DblLinkedList\* list, int\* arr, int& arr\_size); // управление подменю массива

void submenu\_list\_create\_choice(DblLinkedList\* list, int\* arr, int& arr\_size); // управление подменю создания списка

void submenu\_array\_create\_choice(DblLinkedList\* list, int\* arr, int& arr\_size); // управление подменю создания массива

void submenu\_list\_search\_choice(DblLinkedList\* list, int\* arr, int& arr\_size); // управление подменю поиска элемента списка

void submenu\_array\_search\_choice(DblLinkedList\* list, int\* arr, int& arr\_size); // управление подменю поиска элемента массива

void submenu\_list\_delete\_choice(DblLinkedList\* list, int\* arr, int& arr\_size); // управление подменю удаления элемента списка

void submenu\_array\_delete\_choice(DblLinkedList\* list, int\* arr, int& arr\_size); // управление подменю удаления элемента массива

void printDblLinkedList(DblLinkedList\* list); // вывод списка

///////////////////////// PROTOTYPES //////////////////////////

int checkdigit() // проверка на корректный ввод

{

while (true)

{

int value;

// вводим число, которое хотим представить в двоичной форме

cin >> value; // число целое

if (cin.fail()) // ecли предыдущее извелечение оказлось неудачным,

{

cin.clear(); // то возвращаем cin в обычный режим работы

cin.ignore(32767, '\n'); // и удаляем из буфера значения предыдущего ввода

cout << "Недопустимое заданное число. Введите число правильно" << '\n';

}

else

{

cin.ignore(32767, '\n'); // удаляем из буфера значения предыдущего ввода

return value;

}

}

}

bool check\_index(int value, int size) // проверка попадания в диапазон

{

if (value >= 0 && value <= size)

return TRUE;

else

return FALSE;

}

///////////////////////////// DBLINKEDLIST///////////////

DblLinkedList\* createDblLinkedList() // создание списка

{

DblLinkedList\* tmp = (DblLinkedList\*)malloc(sizeof(DblLinkedList));

tmp->size = 0;

tmp->head = tmp->tail = NULL;

return tmp;

}

void pushFront(DblLinkedList\* list, int data) // добавление узла в начало списка

{

Node\* tmp = (Node\*)malloc(sizeof(Node));

tmp->value = data;

tmp->next = list->head;

tmp->prev = NULL;

if (list->head)

{

list->head->prev = tmp;

}

list->head = tmp;

if (list->tail == NULL)

{

list->tail = tmp;

}

list->size++;

}

void pushBack(DblLinkedList\* list, int value) // добавление узла в конец списка

{

Node\* tmp = (Node\*)malloc(sizeof(Node));

tmp->value = value;

tmp->next = NULL;

tmp->prev = list->tail;

if (list->tail)

{

list->tail->next = tmp;

}

list->tail = tmp;

if (list->head == NULL)

{

list->head = tmp;

}

list->size++;

}

Node\* getNth\_list\_index(DblLinkedList\* list, size\_t index) //получение узла от индекса

{

Node\* tmp = list->head;

size\_t i = 0;

while (tmp && i < index)

{

tmp = tmp->next;

i++;

}

return tmp;

}

bool check\_getNth\_list\_value(DblLinkedList\* list, int value) // проверка существования значения узла в списке

{

Node\* tmp = list->head;

size\_t index = 0;

while (tmp && tmp->value != value)

{

tmp = tmp->next;

index++;

}

if (tmp)

return TRUE;

else

return FALSE;

}

int getNth\_list\_value(DblLinkedList\* list, int value) // получение индекса от значения узла

{

Node\* tmp = list->head;

size\_t index = 0;

while (tmp && tmp->value != value)

{

tmp = tmp->next;

index++;

}

return index;

}

void printDblLinkedList\_index(DblLinkedList\* list, int index) // вывод списка с выделенным значением

{

bool fl\_stop = TRUE;

int count = 0;

Node\* tmp = list->head;

while (tmp)

{

if (count == index && fl\_stop)

{

SetColor(2, 0);

cout << tmp->value << " ";

SetColor(7, 0);

fl\_stop = FALSE;

}

else

cout << tmp->value << " ";

tmp = tmp->next;

count++;

}

cout << endl;

}

void getNth\_list(DblLinkedList\* list, int\* arr, int& arr\_size, bool fl\_list) // функция получения значения или индекса узла списка

{

system("cls"); // очищаем консоль

chrono::steady\_clock sc;

int value;

int index;

if (fl\_list) // TRUE - ищем индекс. FALSE - ищем значение

{

cout << "Введите значение, позицию которого необходимо получить: ";

value = checkdigit();

if (!check\_getNth\_list\_value(list, value))

{

cout << "Такого значения нет. Нажмите любую клавишу, чтобы попробовать снова." << endl;

\_getch();

submenu\_list(list, arr, arr\_size);

}

else

{

auto start = sc.now(); // устанавливаем начало отсчета времени события

index = getNth\_list\_value(list, value);

auto end = sc.now(); // устанавливаем конец отсчета времени события

auto time\_span = static\_cast<chrono::duration<double>>(end - start); // высчитываем время, затраченное на событие

cout << "Скорость поиска элемента списка равна: " << time\_span.count() << " секунд" << endl;

cout << "Позиция значения " << value << ": " << index << endl;

cout << "Полученный список: ";

printDblLinkedList\_index(list, index);

cout << "Нажмите любую клавишу" << endl;

\_getch();

submenu\_list(list, arr, arr\_size); // возращаемся в подменю

}

}

else

{

cout << "Введите позицию, значение которой необходимо получить от 0 до " << list->size - 1 << ": ";

index = checkdigit();

if (!check\_index(index, list->size - 1))

{

cout << "Значение выходит за рамки диапазона. Нажмите любую клавишу, чтобы попробовать снова." << endl;

\_getch();

getNth\_list(list, arr, arr\_size, fl\_list);

}

auto start = sc.now(); // устанавливаем начало отсчета времени события

value = getNth\_list\_index(list, index)->value;

auto end = sc.now(); // устанавливаем конец отсчета времени события

auto time\_span = static\_cast<chrono::duration<double>>(end - start); // высчитываем время, затраченное на событие

cout << "Скорость поиска элемента списка равна: " << time\_span.count() << " секунд" << endl;

cout << "Значение позиции " << index << ": " << value << endl;

cout << "Полученный список: ";

printDblLinkedList\_index(list, index);

cout << "Нажмите любую клавишу" << endl;

\_getch();

submenu\_list(list, arr, arr\_size); // возращаемся в подменю

}

}

void insert(DblLinkedList\* list, size\_t index, int value) // вставка узла в список

{

Node\* elm = NULL;

Node\* ins = NULL;

elm = getNth\_list\_index(list, index);

ins = (Node\*)malloc(sizeof(Node));

ins->value = value;

ins->prev = elm;

ins->next = elm->next;

if (elm->next)

{

elm->next->prev = ins;

}

elm->next = ins;

if (!elm->prev)

{

list->head = elm;

}

if (!elm->next)

{

list->tail = elm;

}

list->size++;

}

void insert\_list(DblLinkedList\* list, int\* arr, int& arr\_size)

{

system("cls"); // очищаем консоль

chrono::steady\_clock sc;

int index;

int value;

printDblLinkedList(list);

cout << endl << "Введите позицию нового значения от 0 до " << list->size - 1 << ": ";

index = checkdigit();

if (!check\_index(index, list->size - 1))

{

cout << "Значение выходит за рамки диапазона. Нажмите любую клавишу, чтобы попробовать снова." << endl;

\_getch();

insert\_list(list, arr, arr\_size);

}

cout << "Введите новое значение: ";

value = checkdigit();

auto start = sc.now(); // устанавливаем начало отсчета времени события

if (index == 0)

pushFront(list, value);

else

if (index == list->size - 1)

{

pushBack(list, value);

index++;

}

else

insert(list, index - 1 , value);

auto end = sc.now(); // устанавливаем конец отсчета времени события

auto time\_span = static\_cast<chrono::duration<double>>(end - start); // высчитываем время, затраченное на событие

cout << "Скорость вставки элемента списка равна: " << time\_span.count() << " секунд" << endl;

cout << "Новый список: ";

printDblLinkedList\_index(list, index);

cout << "Список успешно обновлен. Нажмите любую клавишу" << endl;

\_getch();

submenu\_list(list, arr, arr\_size);

}

void deleteNth(DblLinkedList\* list, size\_t index) // удаление узла из списка

{

Node\* elm = NULL;

int tmp = NULL;

elm = getNth\_list\_index(list, index);

if (elm->prev)

{

elm->prev->next = elm->next;

}

if (elm->next)

{

elm->next->prev = elm->prev;

}

tmp = elm->value;

if (!elm->prev)

{

list->head = elm->next;

}

if (!elm->next)

{

list->tail = elm->prev;

}

free(elm);

list->size--;

}

void deleteNth\_list(DblLinkedList\* list, int\* arr, int& arr\_size, bool fl\_del\_list) // функция удаления узла из списка

{

system("cls"); // очищаем консоль

chrono::steady\_clock sc;

int value;

int index;

cout << "Исходный список: ";

printDblLinkedList(list);

if (fl\_del\_list) // TRUE - удаляем по значению. FALSE - удаляем по индексу

{

cout << "Введите значение, которое будет удалено (удаление первого вхождения): ";

value = checkdigit();

if (!check\_getNth\_list\_value(list, value))

{

cout << "Такого значения нет. Нажмите любую клавишу, чтобы попробовать снова." << endl;

\_getch();

submenu\_list(list, arr, arr\_size);

}

else

{

auto start = sc.now(); // устанавливаем начало отсчета времени события

index = getNth\_list\_value(list, value);

deleteNth(list, index);

auto end = sc.now(); // устанавливаем конец отсчета времени события

auto time\_span = static\_cast<chrono::duration<double>>(end - start); // высчитываем время, затраченное на событие

cout << "Скорость удаления элемента списка равна: " << time\_span.count() << " секунд" << endl;

if (!list->size)

{

fl\_list\_create = FALSE;

cout << "Все элементы списка были удалены! Необходимо заново создать список." << endl;

}

else

{

cout << "Полученный список: ";

printDblLinkedList(list);

}

cout << "Нажмите любую клавишу" << endl;

\_getch();

submenu\_list(list, arr, arr\_size); // возращаемся в подменю

}

}

else

{

cout << "Введите позицию, значение которой необходимо получить от 0 до " << list->size - 1 << ": ";

index = checkdigit();

if (!check\_index(index, list->size - 1))

{

cout << "Значение выходит за рамки диапазона. Нажмите любую клавишу, чтобы попробовать снова." << endl;

\_getch();

deleteNth\_list(list, arr, arr\_size, fl\_del\_list);

}

auto start = sc.now(); // устанавливаем начало отсчета времени события

deleteNth(list, index);

auto end = sc.now(); // устанавливаем конец отсчета времени события

auto time\_span = static\_cast<chrono::duration<double>>(end - start); // высчитываем время, затраченное на событие

cout << "Скорость удаления элемента списка равна: " << time\_span.count() << " секунд" << endl;

if (!list->size)

{

fl\_list\_create = FALSE;

cout << "Все элементы списка были удалены! Необходимо заново создать список." << endl;

}

else

{

cout << "Полученный список: ";

printDblLinkedList(list);

}

cout << "Нажмите любую клавишу" << endl;

\_getch();

submenu\_list(list, arr, arr\_size); // возращаемся в подменю

}

}

void printDblLinkedList(DblLinkedList\* list) // вывод списка

{

Node\* tmp = list->head;

while (tmp)

{

cout << tmp->value << " ";

tmp = tmp->next;

}

cout << endl;

}

void trans(DblLinkedList\* list, int first, int second) // обмен элементами (не использовался, но придуман)

{

Node\* elm1 = NULL;

Node\* elm2 = NULL;

elm1 = getNth\_list\_index(list, first);

int first\_data = elm1->value;

elm2 = getNth\_list\_index(list, second);

int second\_data = elm2->value;

if (first == 0)

pushFront(list, second\_data);

else

insert(list, first - 1, second\_data);

deleteNth(list, first + 1);

if (second == 0)

pushFront(list, first\_data);

else

insert(list, second - 1, first\_data);

deleteNth(list, second + 1);

}

///////////////////////////// DBLINKEDLIST///////////////

//////////////////////////// ARRAY /////////////////////

void printArray(const int\* arr, const int size) // вывод массива

{

for (int i = 0; i <= size - 1; i++)

{

cout << arr[i] << " ";

}

cout << endl;

}

void printArray\_index(const int\* arr, const int size, const int index) // вывод массива с выделенным значением

{

bool fl\_stop = TRUE;

for (int i = 0; i <= size - 1; i++)

{

if (i == index && fl\_stop)

{

SetColor(2, 0);

cout << arr[i] << " ";

SetColor(7, 0);

fl\_stop = FALSE;

}

else

cout << arr[i] << " ";

}

cout << endl;

}

void getNth\_array(DblLinkedList\* list, int\* arr, int& arr\_size, bool fl\_array) // функция получения индекса или значения массива

{

bool fl\_stop = TRUE;

system("cls"); // очищаем консоль

chrono::steady\_clock sc;

int value = 0;

int index = 0;

if (fl\_array) // TRUE - ищем индекс. FALSE - ищем значение

{

cout << "Введите значение, позицию которого необходимо получить: ";

value = checkdigit();

auto start = sc.now(); // устанавливаем начало отсчета времени события

while (fl\_stop && index <= arr\_size - 1)

{

if (value == arr[index])

fl\_stop = FALSE;

else

index++;

}

if (index > arr\_size - 1)

{

cout << "Такого значения нет. Нажмите любую клавишу, чтобы попробовать снова." << endl;

\_getch();

submenu\_array(list, arr, arr\_size);

}

auto end = sc.now(); // устанавливаем конец отсчета времени события

auto time\_span = static\_cast<chrono::duration<double>>(end - start); // высчитываем время, затраченное на событие

cout << "Скорость поиска элемента массива равна: " << time\_span.count() << " секунд" << endl;

cout << "Позиция значения " << value << ": " << index << endl;

cout << "Полученный массив: ";

printArray\_index(arr, arr\_size, index);

cout << "Нажмите любую клавишу" << endl;

\_getch();

submenu\_array(list, arr, arr\_size);

}

else

{

cout << "Введите позицию, значение которой необходимо получить (от 0 до " << arr\_size -1 << "): ";

index = checkdigit();

if (!check\_index(index, arr\_size - 1))

{

cout << "Значение выходит за рамки диапазона. Нажмите любую клавишу, чтобы попробовать снова." << endl;

\_getch();

getNth\_array(list, arr, arr\_size, fl\_array);

}

auto start = sc.now(); // устанавливаем начало отсчета времени события

value = arr[index];

auto end = sc.now(); // устанавливаем конец отсчета времени события

auto time\_span = static\_cast<chrono::duration<double>>(end - start); // высчитываем время, затраченное на событие

cout << "Скорость поиска элемента массива равна: " << time\_span.count() << " секунд" << endl;

cout << "Значение позиции " << index << ": " << value << endl;

cout << "Полученный массив: ";

printArray\_index(arr, arr\_size, index);

cout << "Нажмите любую клавишу" << endl;

\_getch();

submenu\_array(list, arr, arr\_size);

}

}

int\* addtoArray(int \*arr, int temp, int &size) // добавление элемента в конец массива

{

int\* newArray = new int [size + 1];

for (int i = 0; i <= size - 1; i++)

{

newArray[i] = arr[i];

}

newArray[size] = temp;

arr = newArray;

return arr;

}

int\* insert\_value\_ar(int\* arr, int temp, int& size, int index) // вставка элемента в массив

{

int\* newArray = new int[size + 1];

for (int i = 0; i <= index - 1; i++)

{

newArray[i] = arr[i];

}

newArray[index] = temp;

for (int i = index + 1 ; i <= size; i++)

{

newArray[i] = arr[i - 1];

}

arr = newArray;

size++;

return arr;

}

void insert\_array(DblLinkedList\* list, int\* arr, int& arr\_size) // функция вставки элемента в массив

{

system("cls"); // очищаем консоль

chrono::steady\_clock sc;

int index;

int value;

printArray(arr, arr\_size);

cout << endl <<"Введите позицию нового значения от 0 до " << arr\_size - 1 << ": ";

index = checkdigit();

if (!check\_index(index, arr\_size - 1))

{

cout << "Значение выходит за рамки диапазона. Нажмите любую клавишу, чтобы попробовать снова." << endl;

\_getch();

insert\_array(list, arr, arr\_size);

}

cout << "Введите новое значение: ";

value = checkdigit();

auto start = sc.now(); // устанавливаем начало отсчета времени события

if (index == arr\_size - 1)

index++;

arr = insert\_value\_ar(arr, value, arr\_size, index);

auto end = sc.now(); // устанавливаем конец отсчета времени события

auto time\_span = static\_cast<chrono::duration<double>>(end - start); // высчитываем время, затраченное на событие

cout << "Скорость вставки элемента массива равна: " << time\_span.count() << " секунд" << endl;

cout << "Новый массив: ";

printArray\_index(arr, arr\_size, index);

cout << "Массив успешно обновлен. Нажмите любую клавишу" << endl;

\_getch();

submenu\_array(list, arr, arr\_size);

}

int\* delete\_value\_ar(int\* arr, int& size, int index) // удаление элемента в массиве

{

int\* newArray = new int[size - 1];

for (int i = 0; i <= index - 1; i++)

{

newArray[i] = arr[i];

}

for (int i = index; i <= size - 1 ; i++)

{

newArray[i] = arr[i + 1];

}

arr = newArray;

size--;

return arr;

}

void del\_array(DblLinkedList\* list, int\* arr, int& arr\_size, bool fl\_del\_array) // функция удаления элемента в массиве

{

bool fl\_stop = TRUE;

system("cls"); // очищаем консоль

chrono::steady\_clock sc;

int value = 0;

int index = 0;

cout << "Исходный массив: ";

printArray(arr, arr\_size);

if (fl\_del\_array) // TRUE - удаляем по значению. FALSE - удаляем по индексу

{

cout << "Введите значение, которое будет удалено (удаление первого вхождения): ";

value = checkdigit();

auto start = sc.now(); // устанавливаем начало отсчета времени события

while (fl\_stop && index <= arr\_size - 1)

{

if (value == arr[index])

fl\_stop = FALSE;

else

index++;

}

if (index > arr\_size - 1)

{

cout << "Такого значения нет. Нажмите любую клавишу, чтобы попробовать снова." << endl;

\_getch();

submenu\_array(list, arr, arr\_size);

}

arr = delete\_value\_ar(arr, arr\_size, index);

auto end = sc.now(); // устанавливаем конец отсчета времени события

auto time\_span = static\_cast<chrono::duration<double>>(end - start); // высчитываем время, затраченное на событие

cout << "Скорость удаления элемента массива равна: " << time\_span.count() << " секунд" << endl;

if (!arr\_size)

{

fl\_array\_create = FALSE;

cout << "Все элементы массива были удалены! Необходимо заново создать массив." << endl;

}

else

{

cout << "Полученный массив: ";

printArray(arr, arr\_size);

}

cout << "Нажмите любую клавишу" << endl;

\_getch();

submenu\_array(list, arr, arr\_size);

}

else

{

cout << "Введите позицию, значение которой необходимо удалить (от 0 до " << arr\_size - 1 << "): ";

index = checkdigit();

if (!check\_index(index, arr\_size - 1))

{

cout << "Значение выходит за рамки диапазона. Нажмите любую клавишу, чтобы попробовать снова." << endl;

\_getch();

del\_array(list, arr, arr\_size, fl\_del\_array);

}

auto start = sc.now(); // устанавливаем начало отсчета времени события

arr = delete\_value\_ar(arr, arr\_size, index);

auto end = sc.now(); // устанавливаем конец отсчета времени события

auto time\_span = static\_cast<chrono::duration<double>>(end - start); // высчитываем время, затраченное на событие

cout << "Скорость удаления элемента массива равна: " << time\_span.count() << " секунд" << endl;

if (!arr\_size)

{

fl\_array\_create = FALSE;

cout << "Все элементы массива были удалены! Необходимо заново создать массив." << endl;

}

else

{

cout << "Полученный массив: ";

printArray(arr, arr\_size);

}

cout << "Нажмите любую клавишу" << endl;

\_getch();

submenu\_array(list, arr, arr\_size);

}

}

//////////////////////////// ARRAY /////////////////////

//////////////////////////// FILL /////////////////////

void fill\_array\_random(DblLinkedList\* list, int\* arr, int& arr\_size) // автоматическое заполнения массива

{

system("cls"); // очищаем консоль

int index = 0;

chrono::steady\_clock sc;

cout << "Введите размерность массива: ";

arr\_size = checkdigit();

if (arr\_size <= 0)

{

cout << "Размерность не может быть отрицательная или нулевая. Нажмите любую клавишу, чтобы продолжить.";

\_getch();

submenu\_array(list, arr, arr\_size);

}

auto start = sc.now(); // устанавливаем начало отсчета времени события

while (index <= arr\_size)

{

int temp = rand() % 99;

arr = addtoArray(arr, temp, index);

index++;

}

auto end = sc.now(); // устанавливаем конец отсчета времени события

auto time\_span = static\_cast<chrono::duration<double>>(end - start); // высчитываем время, затраченное на событие

cout << "Скорость создания массива равна: " << time\_span.count() << " секунд" << endl;

cout << "Созднанный массив: ";

printArray(arr, arr\_size);

cout << "Массив успешно создан. Нажмите любую клавишу" << endl;

\_getch();

fl\_array\_create = TRUE;

submenu\_array(list, arr, arr\_size);

}

void fill\_array\_self(DblLinkedList\* list, int\* arr, int& arr\_size) // ручное заполнение массива

{

system("cls"); // очищаем консоль

int temp;

int index = 0;

chrono::steady\_clock sc;

bool fl\_stop = TRUE;

cout << "Вводите числовые значения. Если хотите закончить, то введите любой нечисловой символ" << endl;

auto start = sc.now(); // устанавливаем начало отсчета времени события

while (fl\_stop)

{

cout << index << ": ";

cin >> temp; // число целое

if (cin.fail()) // ecли предыдущее извелечение оказлось неудачным,

{

cin.clear(); // то возвращаем cin в обычный режим работы

cin.ignore(32767, '\n'); // и удаляем из буфера значения предыдущего ввода

fl\_stop = FALSE;

}

else

{

cin.ignore(32767, '\n'); // удаляем из буфера значения предыдущего ввода

arr = addtoArray(arr, temp, arr\_size);

arr\_size++;

}

index++;

}

auto end = sc.now(); // устанавливаем конец отсчета времени события

auto time\_span = static\_cast<chrono::duration<double>>(end - start); // высчитываем время, затраченное на событие

cout << "Скорость создания массива равна: " << time\_span.count() << " секунд" << endl;

cout << "Созднанный массив: ";

printArray(arr, arr\_size);

cout << "Массив успешно создан. Нажмите любую клавишу" << endl;

\_getch();

fl\_array\_create = TRUE;

submenu\_array(list, arr, arr\_size);

}

void fill\_array\_from\_file(DblLinkedList\* list, int\* arr, int& arr\_size) // заполнение массива через файл

{

system("cls"); // очищаем консоль

ifstream fin;

chrono::steady\_clock sc;

fin.open("file\_array.txt");

auto start = sc.now(); // устанавливаем начало отсчета времени события

if (fin.is\_open()) // если файл удачно открыт

{

int temp = 0;

while (!fin.eof()) // пока не дошли до конца файла

{

fin >> temp;

if (fin.fail()) // ecли предыдущее извелечение оказлось неудачным,

{

fin.clear(); // то возвращаем cin в обычный режим работы

fin.ignore(32767, '\n'); // и удаляем из буфера значения предыдущего ввода

cout << "Файл содержит некорректные числовые данные. Необходимо закрыть программу и ввести в текстовый файл данные корректно (между числовыми значениями пробел, посторонних знаков быть не должно)." << endl;

cout << "Пример: 50 -3 45 14 0 0 0 1" << endl;

cout << "Нажмите, чтобы закрыть программу" << endl;

\_getch();

exit(3);

}

else

{

arr = addtoArray(arr, temp, arr\_size);

arr\_size++;

}

}

}

else

{

cout << "Файл открыть не удалось! Закройте программу и создайте в корневой папке программы файл file\_array.txt для заполнения массива через файл." << endl;

cout << "Нажмите, чтобы закрыть программу" << endl;

\_getch();

exit(3);

}

auto end = sc.now(); // устанавливаем конец отсчета времени события

auto time\_span = static\_cast<chrono::duration<double>>(end - start); // высчитываем время, затраченное на событие

fin.close();

cout << "Скорость создания массива равна: " << time\_span.count() << " секунд" << endl;

cout << "Созднанный массив: ";

printArray(arr, arr\_size);

cout << "Массив успешно создан. Нажмите любую клавишу" << endl;

\_getch();

fl\_array\_create = TRUE;

submenu\_array(list, arr, arr\_size);

}

void fill\_list\_random(DblLinkedList\* list, int\* arr, int& arr\_size) // автоматическое заполнение списка

{

system("cls"); // очищаем консоль

int size = 0;

int index = 0;

chrono::steady\_clock sc;

cout << "Введите размерность списка: ";

size = checkdigit();

if (size <= 0)

{

cout << "Размерность не может быть отрицательная или нулевая. Нажмите любую клавишу, чтобы продолжить.";

\_getch();

submenu\_list(list, arr, arr\_size);

}

auto start = sc.now(); // устанавливаем начало отсчета времени события

while (index <= size - 1)

{

int temp = rand() % 99;

pushBack(list, temp);

index++;

}

auto end = sc.now(); // устанавливаем конец отсчета времени события

auto time\_span = static\_cast<chrono::duration<double>>(end - start); // высчитываем время, затраченное на событие

cout << "Скорость создания списка равна: " << time\_span.count() << " секунд" << endl;

cout << "Созднанный список: ";

printDblLinkedList(list);

cout << "Список успешно создан. Нажмите любую клавишу" << endl;

\_getch();

fl\_list\_create = TRUE;

submenu\_list(list, arr, arr\_size);

}

void fill\_list\_self(DblLinkedList\* list, int\* arr, int& arr\_size) // ручное заполнение списка

{

system("cls"); // очищаем консоль

int temp;

int index = 0;

chrono::steady\_clock sc;

bool fl\_stop = TRUE;

cout << "Вводите числовые значения. Если хотите закончить, то введите любой нечисловой символ" << endl;

auto start = sc.now(); // устанавливаем начало отсчета времени события

while (fl\_stop)

{

cout << index << ": ";

cin >> temp; // число целое

if (cin.fail()) // ecли предыдущее извелечение оказлось неудачным,

{

cin.clear(); // то возвращаем cin в обычный режим работы

cin.ignore(32767, '\n'); // и удаляем из буфера значения предыдущего ввода

fl\_stop = FALSE;

}

else

{

cin.ignore(32767, '\n'); // удаляем из буфера значения предыдущего ввода

pushBack(list, temp);

}

index++;

}

auto end = sc.now(); // устанавливаем конец отсчета времени события

auto time\_span = static\_cast<chrono::duration<double>>(end - start); // высчитываем время, затраченное на событие

cout << "Скорость создания списка равна: " << time\_span.count() << " секунд" << endl;

cout << "Созднанный список: ";

printDblLinkedList(list);

cout << "Список успешно создан. Нажмите любую клавишу" << endl;

\_getch();

fl\_list\_create = TRUE;

submenu\_list(list, arr, arr\_size);

}

void fill\_list\_from\_file(DblLinkedList\* list, int\* arr, int& arr\_size) // заполнение массива через файл

{

system("cls"); // очищаем консоль

ifstream fin;

chrono::steady\_clock sc;

fin.open("file\_list.txt");

auto start = sc.now(); // устанавливаем начало отсчета времени события

if (fin.is\_open()) // если файл удачно открыт

{

int temp = 0;

while (!fin.eof()) // пока не дошли до конца файла

{

fin >> temp;

if (fin.fail()) // ecли предыдущее извелечение оказлось неудачным,

{

fin.clear(); // то возвращаем cin в обычный режим работы

fin.ignore(32767, '\n'); // и удаляем из буфера значения предыдущего ввода

cout << "Файл содержит некорректные числовые данные. Необходимо закрыть программу и ввести в текстовый файл данные корректно (между числовыми значениями пробел, посторонних знаков быть не должно)." << endl;

cout << "Пример: 50 -3 45 14 0 0 0 1" << endl;

cout << "Нажмите, чтобы закрыть программу" << endl;

\_getch();

exit(3);

}

else

pushBack(list, temp);

}

}

else

{

cout << "Файл открыть не удалось! Закройте программу и создайте в корневой папке программы файл file\_list.txt для заполнения списка через файл." << endl;

cout << "Нажмите, чтобы закрыть программу" << endl;

\_getch();

exit(3);

}

auto end = sc.now(); // устанавливаем конец отсчета времени события

auto time\_span = static\_cast<chrono::duration<double>>(end - start); // высчитываем время, затраченное на событие

fin.close();

cout << "Скорость создания списка равна: " << time\_span.count() << " секунд" << endl;

cout << "Созднанный список: ";

printDblLinkedList(list);

cout << "Список успешно создан. Нажмите любую клавишу" << endl;

\_getch();

fl\_list\_create = TRUE;

submenu\_list(list, arr, arr\_size);

}

//////////////////////////// FILL /////////////////////

///////////////////////// VARIAT /////////////////////

void variant\_work(DblLinkedList\* list, int\* arr, int& arr\_size) // индивидуальное задание

{

system("cls"); // очищаем консоль

int temp;

cout << "1. Необходимо увеличить каждое значение исходного двусвязного списка на случайное число (в диапазоне от 0 до 5):" << endl;

cout << "Текущий список: ";

printDblLinkedList(list);

Node\* tmp = list->head;

while (tmp)

{

temp = rand() % 6;

tmp->value = tmp->value + temp;

tmp = tmp->next;

}

free(tmp);

cout << "Обновленный список: ";

printDblLinkedList(list);

cout << endl << endl;

cout << "2. Необходимо добавить в динамический массив все положительные элементы динамического массива:" << endl;

cout << "Текущий массив: ";

printArray(arr, arr\_size);

int current\_arr\_size = arr\_size;

for (int index = 0; index <= current\_arr\_size - 1; index++)

{

if (arr[index] >= 0)

{

arr = addtoArray(arr, arr[index], arr\_size);

arr\_size++;

}

}

cout << "Обновленный список: ";

printArray(arr, arr\_size);

cout << "Задание выполнено! Нажмите любую клавишу" << endl;

\_getch();

menu(list, arr, arr\_size);

}

///////////////////////// VARIAT /////////////////////

///////////////////////// MENU ///////////////////

void subconf\_array\_delete\_val(DblLinkedList\* list, int\* arr, int& arr\_size)

{

switch (subm\_a\_d\_count)

{

case 0:

del\_array(list, arr, arr\_size, TRUE);

break;

case 1:

del\_array(list, arr, arr\_size, FALSE);

break;

case 2:

submenu\_array(list, arr, arr\_size);

break;

default:

break;

}

}

void subconf\_list\_delete\_val(DblLinkedList\* list, int\* arr, int& arr\_size)

{

switch (subm\_l\_d\_count)

{

case 0:

deleteNth\_list(list, arr, arr\_size, TRUE);

break;

case 1:

deleteNth\_list(list, arr, arr\_size, FALSE);

break;

case 2:

submenu\_list(list, arr, arr\_size);

break;

default:

break;

}

}

void subconf\_array\_search\_val(DblLinkedList\* list, int\* arr, int& arr\_size)

{

switch (subm\_a\_s\_count)

{

case 0:

getNth\_array(list, arr, arr\_size, TRUE);

break;

case 1:

getNth\_array(list, arr, arr\_size, FALSE);

break;

case 2:

submenu\_array(list, arr, arr\_size);

break;

default:

break;

}

}

void subconf\_list\_search\_val(DblLinkedList\* list, int\* arr, int& arr\_size)

{

switch (subm\_l\_s\_count)

{

case 0:

getNth\_list(list, arr, arr\_size, TRUE);

break;

case 1:

getNth\_list(list, arr, arr\_size, FALSE);

break;

case 2:

submenu\_list(list, arr, arr\_size);

break;

default:

break;

}

}

void subconf\_array\_create\_val(DblLinkedList\* list, int\* arr, int& arr\_size)

{

switch (subm\_a\_c\_count)

{

case 0:

fill\_array\_random(list, arr, arr\_size);

break;

case 1:

fill\_array\_self(list, arr, arr\_size);

break;

case 2:

fill\_array\_from\_file(list, arr, arr\_size);

break;

case 3:

submenu\_array(list, arr, arr\_size);

default:

break;

}

}

void subconf\_list\_create\_val(DblLinkedList\* list, int\* arr, int& arr\_size)

{

switch (subm\_l\_c\_count)

{

case 0:

fill\_list\_random(list, arr, arr\_size);

break;

case 1:

fill\_list\_self(list, arr, arr\_size);

break;

case 2:

fill\_list\_from\_file(list, arr, arr\_size);

break;

case 3:

submenu\_list(list, arr, arr\_size);

default:

break;

}

}

void subconf\_list\_val(DblLinkedList\* list, int\* arr, int& arr\_size)

{

switch (subm\_l\_count)

{

case 0:

submenu\_list\_create(list, arr, arr\_size);

break;

case 1:

if (fl\_list\_create)

insert\_list(list, arr, arr\_size);

else

{

SetColor(4, 0);

cout << endl << "Сперва необходимо создать список. Нажмите любую клавишу";

SetColor(7, 0);

\_getch();

submenu\_list\_create(list, arr, arr\_size);

}

break;

case 2:

if (fl\_list\_create)

submenu\_list\_delete(list, arr, arr\_size);

else

{

SetColor(4, 0);

cout << endl << "Сперва необходимо создать список. Нажмите любую клавишу";

SetColor(7, 0);

\_getch();

submenu\_list\_create(list, arr, arr\_size);

}

break;

case 3:

if (fl\_list\_create)

submenu\_list\_search(list, arr, arr\_size);

else

{

SetColor(4, 0);

cout << endl << "Сперва необходимо создать список. Нажмите любую клавишу";

SetColor(7, 0);

\_getch();

submenu\_list\_create(list, arr, arr\_size);

}

break;

case 4:

menu(list, arr, arr\_size);

default:

break;

}

}

void subconf\_array\_val(DblLinkedList\* list, int\* arr, int& arr\_size)

{

switch (subm\_a\_count)

{

case 0:

submenu\_array\_create(list, arr, arr\_size);

break;

case 1:

if (fl\_array\_create)

insert\_array(list, arr, arr\_size);

else

{

SetColor(4, 0);

cout << endl << "Сперва необходимо создать массив. Нажмите любую клавишу";

SetColor(7, 0);

\_getch();

submenu\_array\_create(list, arr, arr\_size);

}

break;

case 2:

if (fl\_array\_create)

submenu\_array\_delete(list, arr, arr\_size);

else

{

SetColor(4, 0);

cout << endl << "Сперва необходимо создать массив. Нажмите любую клавишу";

SetColor(7, 0);

\_getch();

submenu\_array\_create(list, arr, arr\_size);

}

break;

case 3:

if (fl\_array\_create)

submenu\_array\_search(list, arr, arr\_size);

else

{

SetColor(4, 0);

cout << endl << "Сперва необходимо создать массив. Нажмите любую клавишу";

SetColor(7, 0);

\_getch();

submenu\_array\_create(list, arr, arr\_size);

}

break;

case 4:

menu(list, arr, arr\_size);

default:

break;

}

}

void conf\_val(DblLinkedList\* list, int\* arr, int& arr\_size) // выбор после подтверждения в зависимости от значения текущего

{

switch (m\_count)

{

case 0:

submenu\_list(list, arr, arr\_size);

break;

case 1:

submenu\_array(list, arr, arr\_size);

break;

case 2:

if (fl\_array\_create)

{

if (fl\_list\_create)

variant\_work(list, arr, arr\_size);

else

{

SetColor(4, 0);

cout << endl << "Сперва необходимо создать список. Нажмите любую клавишу";

SetColor(7, 0);

\_getch();

submenu\_list\_create(list, arr, arr\_size);

}

}

else

{

SetColor(4, 0);

cout << endl << "Сперва необходимо создать массив. Нажмите любую клавишу";

SetColor(7, 0);

\_getch();

submenu\_array\_create(list, arr, arr\_size);

}

break;

case 3:

SetColor(0, 0);

exit(0);

break;

default:

break;

}

}

void submenu\_array\_delete\_choice(DblLinkedList\* list, int\* arr, int& arr\_size)

{

int k1;

k1 = \_getch(); // получаем символ стрелки без вывода знака

if (k1 == 0xE0) // если стрелки

{

switch (k1)

{

case 0x48: // стрелка вверх

subm\_a\_d\_count--;

if (subm\_a\_d\_count < 0) subm\_a\_d\_count = 0;

submenu\_array\_delete(list, arr, arr\_size);

break;

case 0x50: // стрелка вниз

subm\_a\_d\_count++;

if (subm\_a\_d\_count > 2) subm\_a\_d\_count = 2;

submenu\_array\_delete(list, arr, arr\_size);

break;

case 0xD: // подтвердить

subconf\_array\_delete\_val(list, arr, arr\_size);

break;

default:

submenu\_array\_delete\_choice(list, arr, arr\_size);

}

}

switch (k1)

{

case 0x48: // стрелка вверх

subm\_a\_d\_count--;

if (subm\_a\_d\_count < 0) subm\_a\_d\_count = 0;

submenu\_array\_delete(list, arr, arr\_size);

break;

case 0x50: // стрелка вниз

subm\_a\_d\_count++;

if (subm\_a\_d\_count > 2) subm\_a\_d\_count = 2;

submenu\_array\_delete(list, arr, arr\_size);

break;

case 0xD: // подтвердить

subconf\_array\_delete\_val(list, arr, arr\_size);

break;

default:

submenu\_array\_delete\_choice(list, arr, arr\_size);

}

}

void submenu\_list\_delete\_choice(DblLinkedList\* list, int\* arr, int& arr\_size)

{

int k1;

k1 = \_getch(); // получаем символ стрелки без вывода знака

if (k1 == 0xE0) // если стрелки

{

switch (k1)

{

case 0x48: // стрелка вверх

subm\_l\_d\_count--;

if (subm\_l\_d\_count < 0) subm\_l\_d\_count = 0;

submenu\_list\_delete(list, arr, arr\_size);

break;

case 0x50: // стрелка вниз

subm\_l\_d\_count++;

if (subm\_l\_d\_count > 2) subm\_l\_d\_count = 2;

submenu\_list\_delete(list, arr, arr\_size);

break;

case 0xD: // подтвердить

subconf\_list\_delete\_val(list, arr, arr\_size);

break;

default:

submenu\_list\_delete\_choice(list, arr, arr\_size);

}

}

switch (k1)

{

case 0x48: // стрелка вверх

subm\_l\_d\_count--;

if (subm\_l\_d\_count < 0) subm\_l\_d\_count = 0;

submenu\_list\_delete(list, arr, arr\_size);

break;

case 0x50: // стрелка вниз

subm\_l\_d\_count++;

if (subm\_l\_d\_count > 2) subm\_l\_d\_count = 2;

submenu\_list\_delete(list, arr, arr\_size);

break;

case 0xD: // подтвердить

subconf\_list\_delete\_val(list, arr, arr\_size);

break;

default:

submenu\_list\_delete\_choice(list, arr, arr\_size);

}

}

void submenu\_array\_search\_choice(DblLinkedList\* list, int\* arr, int& arr\_size)

{

int k1;

k1 = \_getch(); // получаем символ стрелки без вывода знака

if (k1 == 0xE0) // если стрелки

{

switch (k1)

{

case 0x48: // стрелка вверх

subm\_a\_s\_count--;

if (subm\_a\_s\_count < 0) subm\_a\_s\_count = 0;

submenu\_array\_search(list, arr, arr\_size);

break;

case 0x50: // стрелка вниз

subm\_a\_s\_count++;

if (subm\_a\_s\_count > 2) subm\_a\_s\_count = 2;

submenu\_array\_search(list, arr, arr\_size);

break;

case 0xD: // подтвердить

subconf\_array\_search\_val(list, arr, arr\_size);

break;

default:

submenu\_array\_search\_choice(list, arr, arr\_size);

}

}

switch (k1)

{

case 0x48: // стрелка вверх

subm\_a\_s\_count--;

if (subm\_a\_s\_count < 0) subm\_a\_s\_count = 0;

submenu\_array\_search(list, arr, arr\_size);

break;

case 0x50: // стрелка вниз

subm\_a\_s\_count++;

if (subm\_a\_s\_count > 2) subm\_a\_s\_count = 2;

submenu\_array\_search(list, arr, arr\_size);

break;

case 0xD: // подтвердить

subconf\_array\_search\_val(list, arr, arr\_size);

break;

default:

submenu\_array\_search\_choice(list, arr, arr\_size);

}

}

void submenu\_list\_search\_choice(DblLinkedList\* list, int\* arr, int& arr\_size)

{

int k1;

k1 = \_getch(); // получаем символ стрелки без вывода знака

if (k1 == 0xE0) // если стрелки

{

switch (k1)

{

case 0x48: // стрелка вверх

subm\_l\_s\_count--;

if (subm\_l\_s\_count < 0) subm\_l\_s\_count = 0;

submenu\_list\_search(list, arr, arr\_size);

break;

case 0x50: // стрелка вниз

subm\_l\_s\_count++;

if (subm\_l\_s\_count > 2) subm\_l\_s\_count = 2;

submenu\_list\_search(list, arr, arr\_size);

break;

case 0xD: // подтвердить

subconf\_list\_search\_val(list, arr, arr\_size);

break;

default:

submenu\_list\_search\_choice(list, arr, arr\_size);

}

}

switch (k1)

{

case 0x48: // стрелка вверх

subm\_l\_s\_count--;

if (subm\_l\_s\_count < 0) subm\_l\_s\_count = 0;

submenu\_list\_search(list, arr, arr\_size);

break;

case 0x50: // стрелка вниз

subm\_l\_s\_count++;

if (subm\_l\_s\_count > 2) subm\_l\_s\_count = 2;

submenu\_list\_search(list, arr, arr\_size);

break;

case 0xD: // подтвердить

subconf\_list\_search\_val(list, arr, arr\_size);

break;

default:

submenu\_list\_search\_choice(list, arr, arr\_size);

}

}

void submenu\_array\_create\_choice(DblLinkedList\* list, int\* arr, int& arr\_size)

{

int k1;

k1 = \_getch(); // получаем символ стрелки без вывода знака

if (k1 == 0xE0) // если стрелки

{

switch (k1)

{

case 0x48: // стрелка вверх

subm\_a\_c\_count--;

if (subm\_a\_c\_count < 0) subm\_a\_c\_count = 0;

submenu\_array\_create(list, arr, arr\_size);

break;

case 0x50: // стрелка вниз

subm\_a\_c\_count++;

if (subm\_a\_c\_count > 3) subm\_a\_c\_count = 3;

submenu\_array\_create(list, arr, arr\_size);

break;

case 0xD: // подтвердить

subconf\_array\_create\_val(list, arr, arr\_size);

break;

default:

submenu\_array\_create\_choice(list, arr, arr\_size);

}

}

switch (k1)

{

case 0x48: // стрелка вверх

subm\_a\_c\_count--;

if (subm\_a\_c\_count < 0) subm\_a\_c\_count = 0;

submenu\_array\_create(list, arr, arr\_size);

break;

case 0x50: // стрелка вниз

subm\_a\_c\_count++;

if (subm\_a\_c\_count > 3) subm\_a\_c\_count = 3;

submenu\_array\_create(list, arr, arr\_size);

break;

case 0xD: // подтвердить

subconf\_array\_create\_val(list, arr, arr\_size);

break;

default:

submenu\_array\_create\_choice(list, arr, arr\_size);

}

}

void submenu\_list\_create\_choice(DblLinkedList\* list, int\* arr, int& arr\_size)

{

int k1;

k1 = \_getch(); // получаем символ стрелки без вывода знака

if (k1 == 0xE0) // если стрелки

{

switch (k1)

{

case 0x48: // стрелка вверх

subm\_l\_c\_count--;

if (subm\_l\_c\_count < 0) subm\_l\_c\_count = 0;

submenu\_list\_create(list, arr, arr\_size);

break;

case 0x50: // стрелка вниз

subm\_l\_c\_count++;

if (subm\_l\_c\_count > 3) subm\_l\_c\_count = 3;

submenu\_list\_create(list, arr, arr\_size);

break;

case 0xD: // подтвердить

subconf\_list\_create\_val(list, arr, arr\_size);

break;

default:

submenu\_list\_create\_choice(list, arr, arr\_size);

}

}

switch (k1)

{

case 0x48: // стрелка вверх

subm\_l\_c\_count--;

if (subm\_l\_c\_count < 0) subm\_l\_c\_count = 0;

submenu\_list\_create(list, arr, arr\_size);

break;

case 0x50: // стрелка вниз

subm\_l\_c\_count++;

if (subm\_l\_c\_count > 3) subm\_l\_c\_count = 3;

submenu\_list\_create(list, arr, arr\_size);

break;

case 0xD: // подтвердить

subconf\_list\_create\_val(list, arr, arr\_size);

break;

default:

submenu\_list\_create\_choice(list, arr, arr\_size);

}

}

void submenu\_list\_choice(DblLinkedList\* list, int\* arr, int& arr\_size)

{

int k1;

k1 = \_getch(); // получаем символ стрелки без вывода знака

if (k1 == 0xE0) // если стрелки

{

switch (k1)

{

case 0x48: // стрелка вверх

subm\_l\_count--;

if (subm\_l\_count < 0) subm\_l\_count = 0;

submenu\_list(list, arr, arr\_size);

break;

case 0x50: // стрелка вниз

subm\_l\_count++;

if (subm\_l\_count > 4) subm\_l\_count = 4;

submenu\_list(list, arr, arr\_size);

break;

case 0xD: // подтвердить

subconf\_list\_val(list, arr, arr\_size);

break;

default:

submenu\_list\_choice(list, arr, arr\_size);

}

}

switch (k1)

{

case 0x48: // стрелка вверх

subm\_l\_count--;

if (subm\_l\_count < 0) subm\_l\_count = 0;

submenu\_list(list, arr, arr\_size);

break;

case 0x50: // стрелка вниз

subm\_l\_count++;

if (subm\_l\_count > 4) subm\_l\_count = 4;

submenu\_list(list, arr, arr\_size);

break;

case 0xD: // подтвердить

subconf\_list\_val(list, arr, arr\_size);

break;

default:

submenu\_list\_choice(list, arr, arr\_size);

}

}

void submenu\_array\_choice(DblLinkedList\* list, int\* arr, int& arr\_size)

{

int k1;

k1 = \_getch(); // получаем символ стрелки без вывода знака

if (k1 == 0xE0) // если стрелки

{

switch (k1)

{

case 0x48: // стрелка вверх

subm\_a\_count--;

if (subm\_a\_count < 0) subm\_a\_count = 0;

submenu\_array(list, arr, arr\_size);

break;

case 0x50: // стрелка вниз

subm\_a\_count++;

if (subm\_a\_count > 4) subm\_a\_count = 4;

submenu\_array(list, arr, arr\_size);

break;

case 0xD: // подтвердить

subconf\_array\_val(list, arr, arr\_size);

break;

default:

submenu\_array\_choice(list, arr, arr\_size);

}

}

switch (k1)

{

case 0x48: // стрелка вверх

subm\_a\_count--;

if (subm\_a\_count < 0) subm\_a\_count = 0;

submenu\_array(list, arr, arr\_size);

break;

case 0x50: // стрелка вниз

subm\_a\_count++;

if (subm\_a\_count > 4) subm\_a\_count = 4;

submenu\_array(list, arr, arr\_size);

break;

case 0xD: // подтвердить

subconf\_array\_val(list, arr, arr\_size);

break;

default:

submenu\_array\_choice(list, arr, arr\_size);

}

}

void menu\_choice(DblLinkedList\* list, int\* arr, int& arr\_size) // в зависимости от стрелок изменяем меню

{

int k1;

k1 = \_getch(); // получаем символ стрелки без вывода знака

if (k1 == 0xE0) // если стрелки

{

switch (k1)

{

case 0x48: // стрелка вверх

m\_count--;

if (m\_count < 0) m\_count = 0;

menu(list, arr, arr\_size);

break;

case 0x50: // стрелка вниз

m\_count++;

if (m\_count > 3) m\_count = 3;

menu(list, arr, arr\_size);

break;

case 0xD: // подтвердить

conf\_val(list, arr, arr\_size);

break;

default:

menu\_choice(list, arr, arr\_size);

}

}

switch (k1)

{

case 0x48: // стрелка вверх

m\_count--;

if (m\_count < 0) m\_count = 0;

menu(list, arr, arr\_size);

break;

case 0x50: // стрелка вниз

m\_count++;

if (m\_count > 3) m\_count = 3;

menu(list, arr, arr\_size);

break;

case 0xD: // подтвердить

conf\_val(list, arr, arr\_size);

break;

default:

menu\_choice(list, arr, arr\_size);

}

}

void submenu\_array\_delete(DblLinkedList\* list, int\* arr, int& arr\_size)

{

system("cls"); // очищаем консоль

if (subm\_a\_d\_count == 0)

{

cout.width(15);

cout << right << "\_\_Удаление элемента в динамическом массиве\_\_" << endl << endl;

SetColor(3, 0);

cout << "Каким образом удаляем элемент в массиве?" << endl << endl;

SetColor(7, 0);

SetColor(5, 0);

cout << "По значению (первое вхождение)" << endl;

SetColor(7, 0);

cout << "По индексу" << endl;

cout << "Назад" << endl;

submenu\_array\_delete\_choice(list, arr, arr\_size);

}

if (subm\_a\_d\_count == 1)

{

cout.width(15);

cout << right << "\_\_Удаление элемента в динамическом массиве\_\_" << endl << endl;

SetColor(3, 0);

cout << "Каким образом удаляем элемент в массиве?" << endl << endl;

SetColor(7, 0);

cout << "По значению (первое вхождение)" << endl;

SetColor(5, 0);

cout << "По индексу" << endl;

SetColor(7, 0);

cout << "Назад" << endl;

submenu\_array\_delete\_choice(list, arr, arr\_size);

}

if (subm\_a\_d\_count == 2)

{

cout.width(15);

cout << right << "\_\_Удаление элемента в динамическом массиве\_\_" << endl << endl;

SetColor(3, 0);

cout << "Каким образом удаляем элемент в массиве?" << endl << endl;

SetColor(7, 0);

cout << "По значению (первое вхождение)" << endl;

cout << "По индексу" << endl;

SetColor(5, 0);

cout << "Назад" << endl;

SetColor(7, 0);

submenu\_array\_delete\_choice(list, arr, arr\_size);

}

}

void submenu\_list\_delete(DblLinkedList\* list, int\* arr, int& arr\_size)

{

system("cls"); // очищаем консоль

if (subm\_l\_d\_count == 0)

{

cout.width(15);

cout << right << "\_\_Удаление элемента в двусвязном списке\_\_" << endl << endl;

SetColor(3, 0);

cout << "Каким образом удаляем элемент в списке?" << endl << endl;

SetColor(7, 0);

SetColor(5, 0);

cout << "По значению (первое вхождение)" << endl;

SetColor(7, 0);

cout << "По индексу" << endl;

cout << "Назад" << endl;

submenu\_list\_delete\_choice(list, arr, arr\_size);

}

if (subm\_l\_d\_count == 1)

{

cout.width(15);

cout << right << "\_\_Удаление элемента в двусвязном списке\_\_" << endl << endl;

SetColor(3, 0);

cout << "Каким образом удаляем элемент в списке?" << endl << endl;

SetColor(7, 0);

cout << "По значению (первое вхождение)" << endl;

SetColor(5, 0);

cout << "По индексу" << endl;

SetColor(7, 0);

cout << "Назад" << endl;

submenu\_list\_delete\_choice(list, arr, arr\_size);

}

if (subm\_l\_d\_count == 2)

{

cout.width(15);

cout << right << "\_\_Удаление элемента в двусвязном списке\_\_" << endl << endl;

SetColor(3, 0);

cout << "Каким образом удаляем элемент в списке?" << endl << endl;

SetColor(7, 0);

cout << "По значению (первое вхождение)" << endl;

cout << "По индексу" << endl;

SetColor(5, 0);

cout << "Назад" << endl;

SetColor(7, 0);

submenu\_list\_delete\_choice(list, arr, arr\_size);

}

}

void submenu\_array\_search(DblLinkedList\* list, int\* arr, int& arr\_size)

{

system("cls"); // очищаем консоль

if (subm\_a\_s\_count == 0)

{

cout.width(15);

cout << right << "\_\_Поиск элемента в динамическом массиве\_\_" << endl << endl;

SetColor(3, 0);

cout << "Каким образом ищем элемент в массиве?" << endl << endl;

SetColor(7, 0);

SetColor(5, 0);

cout << "По значению (первое вхождение)" << endl;

SetColor(7, 0);

cout << "По индексу" << endl;

cout << "Назад" << endl;

submenu\_array\_search\_choice(list, arr, arr\_size);

}

if (subm\_a\_s\_count == 1)

{

cout.width(15);

cout << right << "\_\_Поиск элемента в динамическом массиве\_\_" << endl << endl;

SetColor(3, 0);

cout << "Каким образом ищем элемент в массиве?" << endl << endl;

SetColor(7, 0);

cout << "По значению (первое вхождение)" << endl;

SetColor(5, 0);

cout << "По индексу" << endl;

SetColor(7, 0);

cout << "Назад" << endl;

submenu\_array\_search\_choice(list, arr, arr\_size);

}

if (subm\_a\_s\_count == 2)

{

cout.width(15);

cout << right << "\_\_Поиск элемента в динамическом массиве\_\_" << endl << endl;

SetColor(3, 0);

cout << "Каким образом ищем элемент в массиве?" << endl << endl;

SetColor(7, 0);

cout << "По значению (первое вхождение)" << endl;

cout << "По индексу" << endl;

SetColor(5, 0);

cout << "Назад" << endl;

SetColor(7, 0);

submenu\_array\_search\_choice(list, arr, arr\_size);

}

}

void submenu\_list\_search(DblLinkedList\* list, int\* arr, int& arr\_size)

{

system("cls"); // очищаем консоль

if (subm\_l\_s\_count == 0)

{

cout.width(15);

cout << right << "\_\_Поиск элемента в двусвязном списке\_\_" << endl << endl;

SetColor(3, 0);

cout << "Каким образом ищем элемент в списке?" << endl << endl;

SetColor(7, 0);

SetColor(5, 0);

cout << "По значению (первое вхождение)" << endl;

SetColor(7, 0);

cout << "По индексу" << endl;

cout << "Назад" << endl;

submenu\_list\_search\_choice(list, arr, arr\_size);

}

if (subm\_l\_s\_count == 1)

{

cout.width(15);

cout << right << "\_\_Поиск элемента в двусвязном списке\_\_" << endl << endl;

SetColor(3, 0);

cout << "Каким образом ищем элемент в списке?" << endl << endl;

SetColor(7, 0);

cout << "По значению (первое вхождение)" << endl;

SetColor(5, 0);

cout << "По индексу" << endl;

SetColor(7, 0);

cout << "Назад" << endl;

submenu\_list\_search\_choice(list, arr, arr\_size);

}

if (subm\_l\_s\_count == 2)

{

cout.width(15);

cout << right << "\_\_Поиск элемента в двусвязном списке\_\_" << endl << endl;

SetColor(3, 0);

cout << "Каким образом ищем элемент в списке?" << endl << endl;

SetColor(7, 0);

cout << "По значению (первое вхождение)" << endl;

cout << "По индексу" << endl;

SetColor(5, 0);

cout << "Назад" << endl;

SetColor(7, 0);

submenu\_list\_search\_choice(list, arr, arr\_size);

}

}

void submenu\_array\_create(DblLinkedList\* list, int\* arr, int& arr\_size)

{

system("cls"); // очищаем консоль

if (subm\_a\_c\_count == 0)

{

cout.width(15);

cout << right << "\_\_Создание динамического массива\_\_" << endl << endl;

SetColor(3, 0);

cout << "Каким образом создаем динамический массив?" << endl << endl;

SetColor(7, 0);

SetColor(5, 0);

cout << "Автоматически, с указаной размерностью" << endl;

SetColor(7, 0);

cout << "Вручную, заполняя значения" << endl;

cout << "Заполнение с помощью текстового файла" << endl;

cout << "Назад" << endl;

submenu\_array\_create\_choice(list, arr, arr\_size);

}

if (subm\_a\_c\_count == 1)

{

cout.width(15);

cout << right << "\_\_Создание динамического массива\_\_" << endl << endl;

SetColor(3, 0);

cout << "Каким образом создаем динамический массив?" << endl << endl;

SetColor(7, 0);

cout << "Автоматически, с указаной размерностью" << endl;

SetColor(5, 0);

cout << "Вручную, заполняя значения" << endl;

SetColor(7, 0);

cout << "Заполнение с помощью текстового файла" << endl;

cout << "Назад" << endl;

submenu\_array\_create\_choice(list, arr, arr\_size);

}

if (subm\_a\_c\_count == 2)

{

cout.width(15);

cout << right << "\_\_Создание динамического массива\_\_" << endl << endl;

SetColor(3, 0);

cout << "Каким образом создаем динамический массив?" << endl << endl;

SetColor(7, 0);

cout << "Автоматически, с указаной размерностью" << endl;

cout << "Вручную, заполняя значения" << endl;

SetColor(5, 0);

cout << "Заполнение с помощью текстового файла" << endl;

SetColor(7, 0);

cout << "Назад" << endl;

submenu\_array\_create\_choice(list, arr, arr\_size);

}

if (subm\_a\_c\_count == 3)

{

cout.width(15);

cout << right << "\_\_Создание динамического массива\_\_" << endl << endl;

SetColor(3, 0);

cout << "Каким образом создаем динамический массив?" << endl << endl;

SetColor(7, 0);

cout << "Автоматически, с указаной размерностью" << endl;

cout << "Вручную, заполняя значения" << endl;

cout << "Заполнение с помощью текстового файла" << endl;

SetColor(5, 0);

cout << "Назад" << endl;

SetColor(7, 0);

submenu\_array\_create\_choice(list, arr, arr\_size);

}

}

void submenu\_list\_create(DblLinkedList\* list, int\* arr, int& arr\_size)

{

system("cls"); // очищаем консоль

if (subm\_l\_c\_count == 0)

{

cout.width(15);

cout << right << "\_\_Создание двусвязного списка\_\_" << endl << endl;

SetColor(3, 0);

cout << "Каким образом создаем двусвязный список?" << endl << endl;

SetColor(7, 0);

SetColor(5, 0);

cout << "Автоматически, с указаной размерностью" << endl;

SetColor(7, 0);

cout << "Вручную, заполняя значения" << endl;

cout << "Заполнение с помощью текстового файла" << endl;

cout << "Назад" << endl;

submenu\_list\_create\_choice(list, arr, arr\_size);

}

if (subm\_l\_c\_count == 1)

{

cout.width(15);

cout << right << "\_\_Создание двусвязного списка\_\_" << endl << endl;

SetColor(3, 0);

cout << "Каким образом создаем двусвязный список?" << endl << endl;

SetColor(7, 0);

cout << "Автоматически, с указаной размерностью" << endl;

SetColor(5, 0);

cout << "Вручную, заполняя значения" << endl;

SetColor(7, 0);

cout << "Заполнение с помощью текстового файла" << endl;

cout << "Назад" << endl;

submenu\_list\_create\_choice(list, arr, arr\_size);

}

if (subm\_l\_c\_count == 2)

{

cout.width(15);

cout << right << "\_\_Создание двусвязного списка\_\_" << endl << endl;

SetColor(3, 0);

cout << "Каким образом создаем двусвязный список?" << endl << endl;

SetColor(7, 0);

cout << "Автоматически, с указаной размерностью" << endl;

cout << "Вручную, заполняя значения" << endl;

SetColor(5, 0);

cout << "Заполнение с помощью текстового файла" << endl;

SetColor(7, 0);

cout << "Назад" << endl;

submenu\_list\_create\_choice(list, arr, arr\_size);

}

if (subm\_l\_c\_count == 3)

{

cout.width(15);

cout << right << "\_\_Создание двусвязного списка\_\_" << endl << endl;

SetColor(3, 0);

cout << "Каким образом создаем двусвязный список?" << endl << endl;

SetColor(7, 0);

cout << "Автоматически, с указаной размерностью" << endl;

cout << "Вручную, заполняя значения" << endl;

cout << "Заполнение с помощью текстового файла" << endl;

SetColor(5, 0);

cout << "Назад" << endl;

SetColor(7, 0);

submenu\_list\_create\_choice(list, arr, arr\_size);

}

}

void submenu\_list(DblLinkedList\* list, int\* arr, int& arr\_size)

{

system("cls"); // очищаем консоль

if (subm\_l\_count == 0)

{

cout.width(15);

cout << right << "\_\_Двусвязный список\_\_" << endl;

SetColor(5, 0);

cout << "Создать двусвязный список" << endl;

SetColor(7, 0);

cout << "Вставить элемент" << endl;

cout << "Удалить элемент" << endl;

cout << "Получить элемент" << endl;

cout << "Назад" << endl;

submenu\_list\_choice(list, arr, arr\_size);

}

if (subm\_l\_count == 1)

{

cout.width(15);

cout << right << "\_\_Двусвязный список\_\_" << endl;

cout << "Создать двусвязный список" << endl;

SetColor(5, 0);

cout << "Вставить элемент" << endl;

SetColor(7, 0);

cout << "Удалить элемент" << endl;

cout << "Получить элемент" << endl;

cout << "Назад" << endl;

submenu\_list\_choice(list, arr, arr\_size);

}

if (subm\_l\_count == 2)

{

cout.width(15);

cout << right << "\_\_Двусвязный список\_\_" << endl;

cout << "Создать двусвязный список" << endl;

cout << "Вставить элемент" << endl;

SetColor(5, 0);

cout << "Удалить элемент" << endl;

SetColor(7, 0);

cout << "Получить элемент" << endl;

cout << "Назад" << endl;

submenu\_list\_choice(list, arr, arr\_size);

}

if (subm\_l\_count == 3)

{

cout.width(15);

cout << right << "\_\_Двусвязный список\_\_" << endl;

cout << "Создать двусвязный список" << endl;

cout << "Вставить элемент" << endl;

cout << "Удалить элемент" << endl;

SetColor(5, 0);

cout << "Получить элемент" << endl;

SetColor(7, 0);

cout << "Назад" << endl;

submenu\_list\_choice(list, arr, arr\_size);

}

if (subm\_l\_count == 4)

{

cout.width(15);

cout << right << "\_\_Двусвязный список\_\_" << endl;

cout << "Создать двусвязный список" << endl;

cout << "Вставить элемент" << endl;

cout << "Удалить элемент" << endl;

cout << "Получить элемент" << endl;

SetColor(5, 0);

cout << "Назад" << endl;

SetColor(7, 0);

submenu\_list\_choice(list, arr, arr\_size);

}

}

void submenu\_array(DblLinkedList\* list, int\* arr, int& arr\_size)

{

system("cls"); // очищаем консоль

if (subm\_a\_count == 0)

{

cout.width(15);

cout << right << "\_\_Динамический массив\_\_" << endl;

SetColor(5, 0);

cout << "Создать динамический массив" << endl;

SetColor(7, 0);

cout << "Вставить элемент" << endl;

cout << "Удалить элемент" << endl;

cout << "Получить элемент" << endl;

cout << "Назад" << endl;

submenu\_array\_choice(list, arr, arr\_size);

}

if (subm\_a\_count == 1)

{

cout.width(15);

cout << right << "\_\_Динамический массив\_\_" << endl;

cout << "Создать динамический массив" << endl;

SetColor(5, 0);

cout << "Вставить элемент" << endl;

SetColor(7, 0);

cout << "Удалить элемент" << endl;

cout << "Получить элемент" << endl;

cout << "Назад" << endl;

submenu\_array\_choice(list, arr, arr\_size);

}

if (subm\_a\_count == 2)

{

cout.width(15);

cout << right << "\_\_Динамический массив\_\_" << endl;

cout << "Создать динамический массив" << endl;

cout << "Вставить элемент" << endl;

SetColor(5, 0);

cout << "Удалить элемент" << endl;

SetColor(7, 0);

cout << "Получить элемент" << endl;

cout << "Назад" << endl;

submenu\_array\_choice(list, arr, arr\_size);

}

if (subm\_a\_count == 3)

{

cout.width(15);

cout << right << "\_\_Динамический массив\_\_" << endl;

cout << "Создать динамический массив" << endl;

cout << "Вставить элемент" << endl;

cout << "Удалить элемент" << endl;

SetColor(5, 0);

cout << "Получить элемент" << endl;

SetColor(7, 0);

cout << "Назад" << endl;

submenu\_array\_choice(list, arr, arr\_size);

}

if (subm\_a\_count == 4)

{

cout.width(15);

cout << right << "\_\_Динамический массив\_\_" << endl;

cout << "Создать динамический массив" << endl;

cout << "Вставить элемент" << endl;

cout << "Удалить элемент" << endl;

cout << "Получить элемент" << endl;

SetColor(5, 0);

cout << "Назад" << endl;

SetColor(7, 0);

submenu\_array\_choice(list, arr, arr\_size);

}

}

void menu(DblLinkedList\* list, int\* arr, int &arr\_size) // меню

{

system("cls"); // очищаем консоль

if (m\_count == 0)

{

cout.width(15);

cout << right << "\_\_МЕНЮ\_\_" << endl;

SetColor(5, 0);

cout << "Двусвязный список" << endl;

SetColor(7, 0);

cout << "Динамический массив" << endl;

cout << "Задание по варианту" << endl;

cout << "Выход" << endl;

menu\_choice(list, arr, arr\_size);

}

if (m\_count == 1)

{

cout.width(15);

cout << right << "\_\_МЕНЮ\_\_" << endl;

cout << "Двусвязный список" << endl;

SetColor(5, 0);

cout << "Динамический массив" << endl;

SetColor(7, 0);

cout << "Задание по варианту" << endl;

cout << "Выход" << endl;

menu\_choice(list, arr, arr\_size);

}

if (m\_count == 2)

{

cout.width(15);

cout << right << "\_\_МЕНЮ\_\_" << endl;

cout << "Двусвязный список" << endl;

cout << "Динамический массив" << endl;

SetColor(5, 0);

cout << "Задание по варианту" << endl;

SetColor(7, 0);

cout << "Выход" << endl;

menu\_choice(list, arr, arr\_size);

}

if (m\_count == 3)

{

cout.width(15);

cout << right << "\_\_МЕНЮ\_\_" << endl;

cout << "Двусвязный список" << endl;

cout << "Динамический массив" << endl;

cout << "Задание по варианту" << endl;

SetColor(5, 0);

cout << "Выход" << endl;

SetColor(7, 0);

menu\_choice(list, arr, arr\_size);

}

}

///////////////////////// MENU ///////////////////

int main()

{

setlocale(0, ""); // локализация

DblLinkedList\* list = createDblLinkedList(); // создаем пустой список

int size = 0;

int\* arr = (int\*)malloc(size); // создаем пустой массив

arr[0] = 0;

srand(time(NULL));

menu(list, arr, size);

return 0;

}